1 creo una carpeta y la habro con el visual studio code

* Creo los paquetes
* Npm init : información de la api
* Git init : control de versiones

2 creo el index.ts

Tsc –init : archivo de validación tsconfig.json

Activo lo que necesito:

Outdir dist/

Compilacion auto guardado de tsc a jsc tsc –w esta por defecto su install si no esta instalado ejecutarlo

Compilacion auto npm install –g nodemon o confgurar pm2 si no esta instalado se debe de ejecutar el comando luego se puede levantar.

3 **dependencias necesarias: (208)**

npm install express: para el servisio de web o rest

body-parser: tranformar información en js ojebto y poder utilizarla

cors: para las peticiones con header http ip etz

1. **Instalar las ayudas de tipado en modo dependencias de desarrollo –save-dev**

Npm install @types/express –save-dev

Npm install @types/bcrypt –save-dev

Npm install @types/cors –save-dev

1. **Crear carpeta class y archivo server.ts donde estarán las instancias como express y el port: (209)**
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import express from "express";

// exporto por defecto el servidor de escucha

export default class Server {

    public app: express.Application;

    public port: number= 3000;

    // start the class with this constructor

    constructor() {

        this.app =express();

    }

    //end constructor

    // listen for port

    start(callback: ()=> void ) {

     this.app.listen(this.port, callback);

    }

// and listen

}

1. **Estructurar las rutas dentro de una carpeta llamada rutas creada**

* Carpeta Rutas, archivo usuario.ts
* Dentro de esta clase haremos la ruta para validar el usuario
* Se debe de hacer hash la contraseña que se recibe como md5
* Crear constante usando Router(); y se importa de express
* Se importa axios para hacer peticiones post xml a un webservice soap
* Creamos la ruta post definiendo la ruta, req, res y su => {res.json({})}
* Se exporta esta constante que contiene esta ruta
* Se importa en el index y la pasamos por el servidor serve.app.use(‘/use’, constante import);

Como vamos a realizar una solicitud SOAP desde una api en node js necesitamos módulos como

‘axios’ o ‘node-fetch’ con esto se puede realizar solicitudes POST con el cuerpo SOAP

1. Instalar npm install axios
2. import { Router, Request, Response } from "express";
3. import axios from "axios";
4. const crypto = require('crypto');
5. // para usar variabel de entorno
6. //require('dotenv').config();
7. // datos para realizar la peticion json
8. const UserRoutes = Router();
9. // url ruta donde se encuentra el servicio web lo pondre en la variable de entorno
10. // const url= process.env.TZ;
11. const url = 'http://pantera.goib.com/controlcargaws/movil.asmx';
12. // Función para generar un hash de una cadena usando el algoritmo md5 por que ccarga usa este pero se recomienda SHA256 ya que son mas caracteres
13. function generarHashMD5(cadena:any) {
14. const hash = crypto.createHash('md5');
15. hash.update(cadena);
16. return hash.digest('hex');
17. }
18. // inicio de proceso para el login de res a web
19. UserRoutes.post('/login',  async (req: Request, res: Response) =>{
21. try{
22. const { Codigo, Clave } = req.body; // estos datos vienen en la solicitud
24. // Generar el hash de la contraseña
25. const hashedClave = generarHashMD5(Clave);
26. // body de la peticion hacia el soap
27. const xmlBody =`<soap:Envelope xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema" xmlns:soap="http://schemas.xmlsoap.org/soap/envelope/">
28. <soap:Body>
29. <Validar\_Usuario xmlns="http://tempuri.org/">
30. <Codigo>${Codigo}</Codigo>
31. <Clave>${hashedClave}</Clave>
32. </Validar\_Usuario>
33. </soap:Body>
34. </soap:Envelope>`;
36. const respuest = await axios.post(url, xmlBody, {
37. headers: {
38. 'Content-Type': 'text/xml; charset=utf-8',
39. SOAPAction: 'http://tempuri.org/Validar\_Usuario',
40. },
41. });
42. // Verificar si la respuesta contiene la información esperada
43. if (respuest.data) {
44. // Aquí puedes manejar la respuesta de la solicitud SOAP
45. res.status(200).json({
46. ok: true,
47. mensaje: 'Se logro conectar al servicio y esta es la respuesta:',
48. respuestaSOAP: respuest.data, // Puedes devolver la respuesta SOAP si es necesario
49. });
50. }
51. else {
52. res.status(500).json({
53. ok: false,
54. mensaje: 'No se recibió una respuesta válida del servicio SOAP',
55. });
56. }
57. } catch (error:any) {
58. res.status(500).json({
59. ok: false,
60. mensaje: 'Error al procesar la solicitud',
61. error: error.message,
62. });
64. }
65. });
66. export default UserRoutes;

index.ts

import Server from "./class/server";

import UserRoutes from "./rutas/usuario";

import bodyParser from "body-parser";

//import axiosRoutes from "./rutas/usuario";

//A1 constante del server para usar la extancia de express servidor

const server = new Server;

//===============================fin A1======================

server.start(()=>{

    console.log(`El servidor esta corriendo en el puerto ${server.port}`);

})

//middleware with bodyparser pasa estos parametros primero estos middleware deben de ir de primero ya que cuando pase la ruta user deben de existir los datos para el registro

server.app.use(bodyParser.urlencoded({ extended:true}));

server.app.use(bodyParser.json());

//end middleware

// // user rutas

// server.app.use('/user', UserRoutes);

// // fin rutas

// user rutas

server.app.use('/user', UserRoutes);

// fin rutas

Activare en el index.ts el cors para eliminar la restrincion de mi petición desde cualquier fronter

Npm install cors

Instalar cors: para las peticiones con header http ip etz

Y su tipado

Npm install @types/cors –save-dev

import Server from "./class/server";

import UserRoutes from "./rutas/usuario";

import bodyParser from "body-parser";

import cors from "cors";

//A1 constante del server para usar la extancia de express servidor

const server = new Server;

//===============================fin A1======================

server.start(()=>{

    console.log(`El servidor esta corriendo en el puerto ${server.port}`);

})

//middleware with bodyparser pasa estos parametros primero estos middleware deben de ir de primero ya que cuando pase la ruta user deben de existir los datos para el registro

server.app.use(bodyParser.urlencoded({ extended:true}));

server.app.use(bodyParser.json());

//end middleware

// user Cors

server.app.use(cors({ origin: true, credentials: true}));

// user rutas

server.app.use('/user', UserRoutes);

// fin rutas

Realizar ruta para consultar bodegas

![](data:image/png;base64,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)

// ruta principal webservices

const WebUrl = 'http://pantera.goib.com/controlcargaws/movil.asmx';

// dejo estas conectiones si en caso tal utilizare las bse de datos

//BASE DE DATOS PRUEBA PARA ANPR EN PANTERA

const dbpantera = {

    user: 'sa',

    password: 'root',

    port: 36934,

    server: '172.30.200.200',

    database: 'venus\_opp\_prueba\_02122020',

    options : {

    encrypt: true,

    trustServerCertificate: true,

    // trustedconnection : false,

    // enableArithAbort : true,

    },

};

// dejo estas conectiones si en caso tal utilizare las bse de datos

const dbccarga = {

    user: 'sa',

    password: 'root',

    port: 3341,

    server: 'ccarga.goib.com',

    database: 'venus\_opp',

    options : {

    encrypt: true,

    trustServerCertificate: true,

    // trustedconnection : false,

    // enableArithAbort : true,

    },

};

module.exports = WebUrl;

luego en cada clase de ruta la llamo

// llamando ruta principal de webservices

const urlweb = require('../class/direction')

const url = urlweb;